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# ЦЕЛИ

1. Изучение SIMD-расширений архитектуры x86/x86-64.

2. Изучение способов использования SIMD-расширений в программах на языке Си.

3. Получение навыков использования SIMD-расширений.

# ЗАДАЧИ

1. Написать три варианта программы, реализующей алгоритм из задания:

• вариант без ручной векторизации,

•вариант с ручной векторизацией (выбрать любой вариант из возможных трех: ассемблерная вставка, встроенные функции компилятора, расширение GCC),

• вариант с матричными операциями, выполненными с использованием оптимизированной библиотеки BLAS. Для элементов матриц использовать тип данных float.

2. Проверить правильность работы программ на нескольких небольших тестовых наборах входных данных.

3. Сравнить время работы трех вариантов программы для N=2048, M=10.

# ОПИСАНИЕ РАБОТЫ

Все программы запускались на сервере.

Листинг 1

#include <stdio.h>  
#include <malloc.h>  
#include <math.h>  
#include <time.h>  
  
#define N 2048  
#define M 10  
  
void create\_matrix(float \*Matr, float value1, float value2) {  
 for (int i = 0; i < N; i++)  
 for (int j = 0; j < N; j++)  
 if (i == j)  
 Matr[i \* N + j] = value1;  
 else  
 Matr[i \* N + j] = value2;  
}  
  
float find\_max\_str(const float \*A) {  
 float a\_inf = -1;  
 float tmp = 0;  
 for (int i = 0; i < N; i++) {  
 for (int j = 0; j < N; j++)  
 tmp += fabsf(A[i \* N + j]);  
 if (tmp > a\_inf)  
 a\_inf = tmp;  
 tmp = 0;  
 }  
 return a\_inf;  
}  
  
float find\_max\_column(const float \*A) {  
 float a\_1 = -1;  
 float tmp = 0;  
 for (int j = 0; j < N; j++) {  
 for (int i = 0; i < N; i++)  
 tmp += fabsf(A[j \* N + i]);  
 if (tmp > a\_1)  
 a\_1 = tmp;  
 tmp = 0;  
 }  
 return a\_1;  
}

void create\_B\_matrix(const float \*A, float \*B, float a\_1, float a\_inf) {  
 float koef = a\_1 \* a\_inf;  
 for (int i = 0; i < N; i++)  
 for (int j = 0; j < N; j++)  
 B[i \* N + j] = A[j \* N + i] / koef;  
}  
  
void transposition(const float \*A, float \*A\_t) {  
 for (int i = 0; i < N; i++)  
 for (int j = 0; j < N; j++)  
 A\_t[i \* N + j] = A[j \* N + i];  
}  
  
void mult(const float \*A, const float \*B\_t, float \*C) {  
 for (int i = 0; i < N; i++) {  
 for (int j = 0; j < N; j++) {  
 float summ = 0;  
 for (int k = 0; k < N; k++)  
 summ += A[i \* N + k] \* B\_t[j \* N + k];  
 C[i \* N + j] = summ;  
 }  
 }  
}  
  
void summ(const float \*A, const float \*B, float \*C) {  
 for (int i = 0; i < N \* N; i++)  
 C[i] = A[i] + B[i];  
}  
  
void print\_matr(const float \*A) {  
 for (int i = 0; i < N; i++) {  
 for (int j = 0; j < N; j++)  
 printf("%lf ", A[i \* N + j]);  
 printf("\n");  
 }  
 printf("\n");  
}  
  
float count\_trace(const float \*A) {  
 float trace;  
 for (int i = 0; i < N; i++)  
 for (int j = 0; j < N; j++)  
 if (i == j)  
 trace += A[i \* N + j];  
 return trace;  
}  
  
int main() {  
 float \*A = calloc(N \* N, sizeof(float));  
 float \*A\_1 = calloc(N \* N, sizeof(float));  
 float \*A\_1\_t = calloc(N \* N, sizeof(float));  
 float \*A\_t = calloc(N \* N, sizeof(float));  
 float \*R\_t = calloc(N \* N, sizeof(float));  
 float \*B\_t = calloc(N \* N, sizeof(float));  
 float \*I = calloc(N \* N, sizeof(float));  
 float \*B = calloc(N \* N, sizeof(float));  
 float \*R = calloc(N \* N, sizeof(float));  
 float \*cur = calloc(N \* N, sizeof(float));  
 float \*cur\_2 = calloc(N \* N, sizeof(float));  
  
 clock\_t beg = clock();  
  
 create\_matrix(A, 4.0f, 3.0f);  
 create\_matrix(I, 1.0f, 0.0f);  
  
 float a\_1 = find\_max\_column(A);  
 float a\_inf = find\_max\_str(A);  
  
 create\_B\_matrix(A, B, a\_1, a\_inf);  
  
 transposition(A, A\_t);  
 mult(B, A\_t, R);  
  
 for (int i = 0; i < N \* N; i++)  
 R[i] = I[i] - R[i];  
  
 for (int i = 0; i < N; i++)  
 for (int j = 0; j < N; j++)  
 cur\_2[i \* N + j] = R[i \* N + j];  
  
 transposition(R, R\_t);  
  
 // cur == R^(m-1), cur\_2 = R^m  
 for (int m = 0; m < M; m++) {  
 for (int i = 0; i < N; i++)  
 for (int j = 0; j < N; j++)  
 cur[i \* N + j] = cur\_2[i \* N + j];  
 summ(I, cur, I);  
 mult(cur, R\_t, cur\_2);  
 }  
  
 transposition(B, B\_t);  
 mult(I, B\_t, A\_1);  
  
 clock\_t end = clock();  
  
 transposition(A\_1, A\_1\_t);  
 mult(A, A\_1\_t, cur);  
  
 float trace = count\_trace(cur);  
  
 double time\_used = ((double) (end - beg)) / CLOCKS\_PER\_SEC;  
 printf("Time: %lf\n", time\_used);  
 printf("Trace: %f\n", trace);  
  
 free(A); free(A\_1); free(A\_t);  
 free(A\_1\_t); free(B); free(B\_t);  
 free(I); free(R); free(R\_t);  
 free(cur); free(cur\_2);  
 return 0;  
}

1. Листинг 1 - программа, вычисляющая обратную матрицу без использования какой-либо векторизации.

Проверим корректность вычислений на примере:

N=4,

M=10000,

A=4333

3433

3343

3334

Тогда обратная матрица:
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Также в конце программы считается след матрицы A\*A-1, который должен быть примерно равен N. В проверке след как раз получился примерно 4.

Для N=2048, M=10 и уровня оптимизации O3 время работы ~ 103 сек.

(так как шагов всего 10, то подсчет следа будет не очень полезным с точки зрения получения числа N, но с помощью следа можно будет проследить, верно ли считается матрица в остальных способах).
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2. Добавим к Листингу 1 подключение заголовочного файла с описаниями SIMD intrinsics для расширения SSE и заменим функцию mult и sum

Листинг 2

#include <stdio.h>  
#include <malloc.h>  
#include <math.h>  
#include <xmmintrin.h>  
#include <time.h>  
  
#define N 2048  
#define M 10  
  
void create\_matrix(float \*Matr, float value1, float value2) {  
 for (int i = 0; i < N; i++)  
 for (int j = 0; j < N; j++)  
 if (i == j)  
 Matr[i \* N + j] = value1;  
 else  
 Matr[i \* N + j] = value2;  
}

float find\_max\_str(const float \*A) {  
 float a\_inf = -1;  
 float tmp = 0;  
 for (int i = 0; i < N; i++) {  
 for (int j = 0; j < N; j++)  
 tmp += fabsf(A[i \* N + j]);  
 if (tmp > a\_inf)  
 a\_inf = tmp;  
 tmp = 0;  
 }  
 return a\_inf;  
}

float find\_max\_column(const float \*A) {  
 float a\_1 = -1;  
 float tmp = 0;  
 for (int j = 0; j < N; j++) {  
 for (int i = 0; i < N; i++)  
 tmp += fabsf(A[j \* N + i]);  
 if (tmp > a\_1)  
 a\_1 = tmp;  
 tmp = 0;  
 }  
 return a\_1;  
}  
  
void create\_B\_matrix(const float \*A, float \*B, float a\_1, float a\_inf) {  
 float koef = a\_1 \* a\_inf;  
 for (int i = 0; i < N; i++)  
 for (int j = 0; j < N; j++)  
 B[i \* N + j] = A[j \* N + i] / koef;  
}  
  
void transposition(const float \*A, float \*A\_t) {  
 for (int i = 0; i < N; i++)  
 for (int j = 0; j < N; j++)  
 A\_t[i \* N + j] = A[j \* N + i];  
}  
  
float scalar\_mult(const float \*A, const float \*B, int n) {  
 \_\_m128 \*xx, \*yy;  
 \_\_m128 p, s;  
 xx = (\_\_m128 \*) A;  
 yy = (\_\_m128 \*) B;  
 s = \_mm\_setzero\_ps();  
 for (int i = 0; i < n / 4; ++i) {  
 p = \_mm\_mul\_ps(xx[i], yy[i]);  
 s = \_mm\_add\_ps(s, p);  
 }  
 p = \_mm\_movehl\_ps(p, s);  
 s = \_mm\_add\_ps(s, p);  
 p = \_mm\_shuffle\_ps(s, s, 1);  
 s = \_mm\_add\_ss(s, p);  
 float sum;  
 \_mm\_store\_ss(&sum, s);  
 return sum;  
}  
  
void mult\_vectorize(const float \*A, const float \*B\_t, float \*C) {  
 for (int i = 0; i < N; i++)   
 for (int j = 0; j < N; j++)   
 C[i \* N + j] = scalar\_mult(&A[i \* N], &B\_t[j \* N], N);  
}  
  
void summ\_vectorize(const float \*A, const float \*B, float \*C) {  
 \_\_m128 \*m128\_result = (\_\_m128 \*) C;  
 \_\_m128 \*m128\_left = (\_\_m128 \*) A;  
 \_\_m128 \*m128\_right = (\_\_m128 \*) B;  
 for (int i = 0; i < N \* N / 4; ++i)  
 m128\_result[i] = \_mm\_add\_ps(m128\_left[i], m128\_right[i]);  
}  
void print\_matr(const float \*A) {  
 for (int i = 0; i < N; i++) {  
 for (int j = 0; j < N; j++)  
 printf("%lf ", A[i \* N + j]);  
 printf("\n");  
 }  
 printf("\n");  
}  
float count\_trace(const float \*A) {  
 float trace;  
 for (int i = 0; i < N; i++)  
 for (int j = 0; j < N; j++)  
 if (i == j)  
 trace += A[i \* N + j];  
 return trace;  
}  
  
int main() {  
 float \*A = calloc(N \* N, sizeof(float));  
 float \*A\_1 = calloc(N \* N, sizeof(float));  
 float \*A\_1\_t = calloc(N \* N, sizeof(float));  
 float \*A\_t = calloc(N \* N, sizeof(float));  
 float \*R\_t = calloc(N \* N, sizeof(float));  
 float \*B\_t = calloc(N \* N, sizeof(float));  
 float \*I = calloc(N \* N, sizeof(float));  
 float \*B = calloc(N \* N, sizeof(float));  
 float \*R = calloc(N \* N, sizeof(float));  
 float \*cur = calloc(N \* N, sizeof(float));  
 float \*cur\_2 = calloc(N \* N, sizeof(float));  
  
 clock\_t beg = clock();  
  
 create\_matrix(A, 4.0f, 3.0f);  
 create\_matrix(I, 1.0f, 0.0f);  
  
 float a\_1 = find\_max\_column(A);  
 float a\_inf = find\_max\_str(A);  
  
 create\_B\_matrix(A, B, a\_1, a\_inf);  
  
 transposition(A, A\_t);  
 mult\_vectorize(B, A\_t, R);  
  
 for (int i = 0; i < N \* N; i++)  
 R[i] = I[i] - R[i];  
  
 for (int i = 0; i < N; i++)  
 for (int j = 0; j < N; j++)  
 cur\_2[i \* N + j] = R[i \* N + j];  
  
 transposition(R, R\_t);  
  
 // cur == R^(m-1), cur\_2 = R^m  
 for (int m = 0; m < M; m++) {  
 for (int i = 0; i < N; i++)  
 for (int j = 0; j < N; j++)  
 cur[i \* N + j] = cur\_2[i \* N + j];  
 summ\_vectorize(I, cur, I);  
 mult\_vectorize(cur, R\_t, cur\_2);  
 }  
  
 transposition(B, B\_t);  
 mult\_vectorize(I, B\_t, A\_1);  
  
 clock\_t end = clock();  
  
 transposition(A\_1, A\_1\_t);  
 mult\_vectorize(A, A\_1\_t, cur);  
  
 float trace = count\_trace(cur);  
  
 double time\_used = ((double) (end - beg)) / CLOCKS\_PER\_SEC;  
 printf("Time: %lf\n", time\_used);  
 printf("Trace: %f\n", trace);  
  
 //print\_matr(A\_1);  
  
 free(A); free(A\_1); free(A\_t);  
 free(A\_1\_t); free(B); free(B\_t);  
 free(I); free(R); free(R\_t);  
 free(cur); free(cur\_2);  
 return 0;  
}

Флаги Cmake

set(CMAKE\_C\_FLAGS "-g -O3 -msse3")

В данном способе, используя встроенные SIMD-функции компилятора, векторизовал умножения (с использованием скалярного произведения двух строк матрицы), а также сумму.

Для N=2048, M=10 и уровня оптимизации O3 время работы ~ 36 cек.
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3. Использование BLAS

Добавим к Листингу 1 подключение заголовочного файла и заменим функцию mult

Листинг 3

#include "mkl.h"

void mult (const float \*A, const float \*B, float \*C) {  
 cblas\_sgemm(CblasRowMajor, CblasNoTrans, CblasNoTrans,  
 N, N, N, 1.0, A, N, B, N, 0.0, C, N);  
}

Функция компиляции icx matrix.c -qmkl -o matrix.out

Для N=2048, M=10: время работы ~ 2 cек, trace = 1,000606.

Получили, что t1(без векторизации)>t2(SIMD intrinsics)>t3(BLAS)

# ЗАКЛЮЧЕНИЕ

В ходе работы были изучены различные типы векторизации: ручная векторизация: встроенные функции компилятора, а так же использование оптимизированной библиотеки BLAS. Для каждого вида векторизации было измерено время вычисления обратной матрицы размером 2048х2048.